**PHP NOTES**

<https://www.youtube.com/watch?v=OK_JCtrrv-c&ab_channel=freeCodeCamp.org>

**What is PHP**

* Php is basically a server-side scripting language embedded in a HTML.
* Php stands for Hypertext Pre-processor.
* Php allows web developers to create dynamic content and interact with databases.
* It is known for its simplicity, speed and flexibility.
* On cmd type **echo %path%** to see the paths that are been made global in the environment variables.
* On cmd type **php -v** to see the version.
* When we want to use php then we have to run php on web server.
* It is a programming language that runs on a web-server.
* We use php on web server to interact with the HTML pages.
* Web server comes with php.
* Command prompt is used to interact with the computer with the text command.
* To create a web-server for php we have to write the following command on cmd:

**php -S localhost:4000** (S is in capital)

* The above line is used to run a webserver on a local machine in port 4000.
* Don’t exit the cmd window when you start webserver or else the server will get close.
* PHP is very tightly coupled with HTML language.
* We basically write our php code inside a HTML layout.
* PHP tag:

**<?php**

**----------------**

**----------------**

**?>**

* Anything that is been written inside this php tag is considered as a PHP code.
* To print Hello world in the screen we use the following syntax:
  + **echo(“Hello World”);**
  + echo is a print statement in php.
  + We can also print <h1>Koushik’s Website</h1> using echo command.
* PHP codes are always executed in order.
* **Variables:** It is a container that contains the pieces of information in our program.
  + **$** symbol is used to create a variable in php.
  + E.g. **$name = “Koushik Sadhu”;**
  + To embed variable data in a echo statement we just need to write **$** symbol along with that variable name.
  + E.g. **echo(“My name is *$name*”);**

**DATA-TYPES IN PHP:**

* $phrase = "PHP is a server side scripting language."; **// String Type.**
* $number = 30; **// Integer Type.**
* $cgpa = 9.52; **// Float Type.**
* $isMale = true; **// Boolean Type.**
* **Null** in PHP specifies no value.

**STRINGS IN PHP:**

* $str = “This is a String.”; // storing inside a string variable.
* echo $str; //to print

**STRING FUNCTIONS:**

**$str = “Koushik”;**

* strtolower($str) – koushik
* strtoupper($str) – KOUSHIK
* strlen($str) – 7
* To fetch the character from a particular index of a string: **$str[1]**
* **“Sadhu”[0]** – S // Fetching the first character by putting index position in a square bracket**.**
* strsubstr($str, 1, 4); -- oush // start from index 1 and go up to 4 ahead. 4 is basically the length

**NUMBERS IN PHP:**

* echo "20 + 5 = ",20+5;
* echo "20 - 5 = ",20-5;
* echo "20 \* 5 = ",20\*5;
* echo "20 / 5 = ",20/5;
* echo "20 % 5 = ",20%5;
* echo "20 + 5 \* 4 = ",20+5\*4;
* echo "(20 + 5) \* 4 = ",(20+5)\*4;
* echo "2 ^ 4 = ",pow(2, 4);
* echo "root(16) = ",sqrt(16);
* $num = 10;
* echo "num = ",$num;
* $num++;
* echo "num++ = ",$num;
* $num--;
* echo "num-- = ",$num;
* ++$num;
* echo "++num = ",$num;
* --$num;
* echo "--num = ",$num;
* $num += 20;
* echo "num += 20 = ",$num;
* $num -= 20;
* echo "num -= 20= ",$num;

**MATH FUNCTIONS:**

* echo "abs(-100) = ",abs(-100),"<br>";
* echo "pow(2, 10) = ",pow(2, 10),"<br>";
* echo "sqrt(25) = ",sqrt(25),"<br>";
* echo "max(100, -10) = ",max(100, -10),"<br>";
* echo "min(100, -10) = ",min(100, -10),"<br>";
* echo "ceil(20.000009) = ",ceil(20.436584),"<br>";
* echo "floor(20.999999) = ",floor(20.436584),"<br>";

**USER INPUTS:**

<form action="userInputs.php" method="GET">

<label>Name: </label>

<input type="text" name="username">

<br>

<label>Age: </label>

<input type="number" name="age">

<br>

<input type="submit">

</form>

<br>

<?php

echo **$\_GET["username"]**," form is submitted successfully.<br>”;

echo “Age of ",$\_GET["username"]," is: ",**$\_GET["age"]**,".";

?>

**GET AND POST URL PARAMETERS METHOD:**

The GET and POST methods are two commonly used HTTP methods for sending data to a server. While both methods can be used to send URL parameters, they differ in how the parameters are transmitted and the implications for data handling.

**GET method:** $\_GET[“variable\_name”]

* Parameters in URL: In the GET method, parameters are appended to the URL as a query string. For example, http://example.com/page?param1=value1&param2=value2.
* Visibility: Since the parameters are part of the URL, they are visible in the browser's address bar and can be bookmarked or shared easily.
* Data length limitation: There is a limitation on the length of the URL, so the amount of data that can be sent is limited. Different browsers and servers have different limitations, but it is typically around a few thousand characters.
* Caching: GET requests can be cached by browsers and other intermediaries, which means that the URL parameters might be stored in browser history or caching servers.
* Idempotent: GET requests are considered idempotent, meaning that making the same request multiple times should have the same result.

**POST method:** $\_POST[“variable\_name”]

* Parameters in request body: In the POST method, parameters are sent in the body of the HTTP request, rather than as part of the URL.
* Visibility: The parameters are not visible in the URL or the browser's address bar, which can provide some level of privacy.
* Data length flexibility: There is no inherent limitation on the data length in a POST request, allowing larger amounts of data to be sent compared to the GET method.
* Caching: POST requests are not typically cached, as they are considered non-idempotent, meaning that making the same request multiple times may have different results.
* Security: POST requests are considered more secure for transmitting sensitive data, as the parameters are not visible in the URL and are encrypted when using HTTPS.

In summary, the main differences between GET and POST methods for URL parameters lie in the visibility of parameters, data length limitations, caching behavior, and security implications. GET is typically used for retrieving data, while POST is often used for submitting data to a server.

**POST is more secure than GET.**

**ARRAYS:**